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【问】

好，那我们现在开始吧。第一个就是想让你介绍一下你的专业背景和你做过的开发的经历，比如说你可以说一下你从什么时候开始做开发，大概做了多久的开发。

【答】

我先介绍一下我的专业背景。我是XX大学XX学院XX方向的专业，最早的项目经历应该是来自课程项目。第一个项目是Java课程的课程项目，要做一个在线的判题系统，这是最开始的开发经历。首先，我们要实现核心的功能，然后再给这个项目添加前端，嗯，然后再添加一些用户的管理，比如说注册登录登出这些附加的功能，这是最开始做的项目。后来参加一些比赛会做一些数据分析的项目，数据分析的工具也分也用了很多种，比如说用Python，比如说用r，这些数据分析类型的项目，它相比于课程项目来说其他难度更简单一点，主要是对于给定的，更像是数据挖掘，对于主办方给定的一些数据，你在其中发现一些规律，并用这些发现的规律来进行对未知数据的一个预测，嗯，对再之后的项目经理就是科研项目，还有的毕业设计的实习的项目。我参加的一个科研项目主要是为开源软件贡献代码，做的事情其实不是一个系统的项目，只是在已有的项目的基础上进行一些漏洞的修复，添加一些新的功能，更像是维护一个项目。现在是在实习，其实越接近工业界，你做的项目越很难是一个完整的系统的项目。给你的任务就是维护一些已有的项目。这就是我现在在做的事情。

【问】

相当于你的开发经历有两年以上的时间，对吧？

【答】

可以这么说。

【问】

然后有在学校做过的开发，也有在公司做过的项目。

【答】

对。

【问】

嗯，好，那你可以回忆一下，你最近或者是之前吧，之前有学过哪些新的工具或者一个新的软件，新的框架，然后可以大致讲一下这个学习过程，从你开始听说这个工具、这个框架开始，到学会它，完成一些真正的开发工作，这个过程是什么样子的，你可以详细地展开讲一下。

【答】

我可以讲一下我最近的工作用到的一个框架，叫做ABP，是C sharp语言的一个开发网站的框架，这个学习过程，因为我对整个C sharp语言都不是太熟悉，所以第一步是先从官网上学习语言的基本语法，然后也看了几本书，就简单地入门地介绍这个语言的特性的几本书，然后对这个语言有简单的掌握。怎么判断有简单的掌握呢，就是你能看懂代码，然后也能写一些代码。当我具备这个能力之后就开始看ABP这个框架，主要还是看官网上给的官方文档，根据它的那个实战的案例来一步步地进行操作。我为了让自己更熟练，我会把示例代码都手敲一遍，加强记忆。然后具体时间工作，我还没有把它运用到具体的工作项目种，还没有来得及，但是我觉得我已经能够看懂这个框架的代码，能够理解它的一些结构和使用方法。

【问】

那你可以再具体地讲一下这个C sharp语言它的官网上的，应该是它的介绍文档吧，它的文档是什么样子的？都包含哪些内容。

【答】

首先开始最简单的都是一个hello world的一个基本的应用程序，教你怎么把信息打印到控制台上这样的操作，然后接下来应该会讲这种语言的数据结构，包含字符串、数字，然后接下来会讲这个语言的一些逻辑结构，比如如何进行判断，如何进行循环，最后会讲一些比较高级的应用，比如说这个语言怎么做一些更高级的功能，比如说网络通信，比如说多线程这样子的东西。

【问】

那它是会提供很多的示例来教你怎么做是吗？

【答】

会提供实例，而且那个网站文档做得还挺好，它提供那种交互的实例，就是说，它自己网站提供你一个开发环境，你在那个网页上输代码，点击运行，就能看到运行的结果，我觉得很友好。

【问】

下面就是想问一下你对技术问答的认识，你觉得技术问答再开发过程中扮演什么样的角色，它重要吗？

【答】

我觉得每一个开发者在开发过程中肯定要接触各种各样没有接触过的东西，不会说接触的东西都是自己学过的，在课本上见到过的。你面对一个新的工具，新的语言，其实最有效的办法就是看它们的开发者自己写的开发文档。因为我觉得它们的开发者才会更加了解这些语言的特性，然后才权利，也不是说有权利。他们写的文档才是最权威、最详细，然后事无巨细的。根据他们的开发文档才能最快地掌握这个新的语言、新的工具。

【问】

所以就觉得它对于开发者来说还挺重要的，是必须要参考的一个东西。

【答】

对。我也见到过一些写的很差的开发文档，这其实会很阻碍这个工具在别人那里的一个受欢迎度，如果大家都觉得这个工具很好，大家为这个工具做宣传，然后新的开发者过来了发现这个文档写得很差，你根本不知道怎么用，其实也会阻碍这个工具得流行。

【问】

下一个问题是你都用过哪些类型的开发者文档，除了这种官方的文档，还有什么？

【答】

资料的话，除了官方提供的还有一些，有一些书籍会提供一些在线的章节供大家阅读，我觉得能出版成书籍也能证明它的质量，但是它跟官网的开发文档的区别是它往往是滞后的，它往往是几年前出版的，所以不包含最新的一些特性，对，所以这是我觉得除了官方开发文档之外的第2个可以参考的一个教材。

【问】

那你在遇到问题的时候会看文档吗？在遇到问题的时候会怎么办？

【答】

首先是看文档，但是文档里一般很少包含一些常见问题的解决方法，然后就会去一些网站，比如说stack overflow，比如说GitHub上面，去谷歌搜索，最好是用英文搜索，然后看看别人是怎么解决这些问题的。

【问】

就是在遇到问题的时候也会看这种技术博客和程序员社区里面的问答是吧？

【答】

对对。

【问】

那你是怎么找到这些你需要的技术文档的？主要是通过搜索吗？

【答】

对，主要是通过搜索，因为你在使用一个语言、一个工具之前，你肯定要下载，就是找到官网进行下载。其实你能很明确地分辨哪些是官网，哪些是那种衍生的网站。我就会从官网的下载页面跳转到它的首页，因为基本上每一个工具都会有它的文档、documentation的一个链接。

【问】

除了直接到官网下载或是通过搜索引擎搜，还有其他途径能够找到你需要的资料吗？

【答】

比如说有一些软件有一个内置的help，可以查到它的一些文档。

【问】

也遇到过这种类似的？

【答】

哦，对对对，你直接在工具里面他就有包含它的那个文档。

【问】

嗯，那你找到这些文档之后你怎么去阅读？有可能这个文档它内容非常多，非常长，你怎么快速找到自己需要的信息呢？

【答】

因为一般大部分文档都有一个getting started，就是让人能够快速地上手这个工具的一个快速的教程，一般就看那个快速教程上手，然后继续去看，如果它这个文档非常复杂的话，你就看完这个快速教程之后上手做开发，然后遇到不会的地方再来看一看这个详细的文档。

【问】

就是说看完这个getting started之后就基本上能够上手去用它了，只不过是磕磕巴巴的，然后需要做深入的工作的时候才会回来看文档？

【答】

嗯对的。

【问】

然后你应该也读过一些国内或者国外的文档吧？那你可以举一些例子吗？可以举一个比较典型的例子，比较好的，然后说一下他好在哪里，然后再举一个你觉得写得比较差的，然后说一下它不好在哪里。

【答】

比较好的文档，比如说python语言的官方开发文档我就觉得写得挺好的。它这个官方文档除了介绍这个语言的各种用法之外，它还包含了一个叫best practice的东西，就是开发指南。比如说你这个变量命名应该怎么命名，这个代码风格应该怎么做，就是更详细的这种东西，能够更详细地来指导你代码的开发。

【问】

它是提供了很多例子是吗？

【答】

对，详细的指导的例子。

【问】

那除了内容本身，这个文档的结构编排得怎么样？

【答】

文档结构编排也是由浅入深的，而且它还有这个，比如说你查一个函数的用法，你点击就能进入这个函数的源代码里，所以我觉得就很方便。

【问】

那这个文档是放在官网上的documentation的中心是吧？它有一些交互上的让你比较喜欢的设计吗？

【答】

它并没有提供一个交互式的开发的工具，但是它会，我有印象有些文档会在底下提供一个让读者做的思考和讨论，还有一个小的任务。比如说它今天教你怎么用，它底下就会举一反三，让你尝试完成一个小的任务。

【问】

用它教你的这个知识点去尝试完成一个小的任务，对吧？

【答】

对。

【问】

你看的这个python的文档是中文的还是英文的？

【答】

英文的。

【问】

那你觉得读起来在语言是有障碍吗？

【答】

我觉得它用的词都是比较简单易懂的，我觉得没有太大得障碍，你只要掌握一些英语的常用词就行了，没有一些很生僻的词汇。

【问】

读起来能读懂，那阅读的速度怎么样？

【答】

阅读的速度应该是正常水平。

【问】

就正常读英文的那种水平是吗？

【答】

比正常读英文更快一点，因为它用词实在是很简单。

【问】

所以这也是你喜欢它的一个点。

【答】

对对。

【问】

那你能举一个写得比较差的文档的例子吗？国内国外的都可以。

【答】

写得比较差的，我想不到具体的例子，因为你觉得文档写得很差你可能就不会去用它，它的名字可能就消失在你的脑海里了。

【问】

那你可以总结一下你见过的比较差的文档的一些特点，一些共同点吧。差在哪，那些点。可以把几个差的文档的不足之处都综合起来说。

【答】

我觉得比较差的文档一般维护的时间都比较少，一般要么就是好几年前，就是五六七八年前的文档，它从来不修改，就一致放在那里，无论你工具怎么迭代，它那个文档就是没有动过。还有就是一个最新开发出的工具，它的文档可能来不及写，然后它就放上不太全的文档。我觉得它们的维护时间不够长是比较差的文档的一个特点。第二点就是语句不通顺，有一些国外的文档会提供中文的版本，我也很喜欢看中文的版本，因为咱们是中国人，所以看中文肯定更方便，但是它提供的那些中文版本甚至不如你直接阅读中文的原文，它可能是机翻或者是找翻译水平不高的人进行的翻译，所以中文看起来非常的难懂。我觉得这个翻译有还不如没有。它可能会错误地提示你，这是第二个特点。我暂时想到的就这么多。

【问】

这几个特点已经是成为阻碍你把它继续看下去的一些差的点了，是吗？

【答】

对，我觉得尤其过分的是那种过时的文档，你跟着它文档的教程一步一步地走下来，你发现它出来的结果你自己怎么也出不来，因为它的文档是旧的，并没有及时更新，所以就很具有误导性，你就会觉得很沮丧。自己明明一步一步地按着它的来了，还是出不来结果，还要自己一步一步地修改，找错误，修改错误。

【问】

下面一个是关于文档的这个反馈评价。你有没有见过这种文档，在底部或者在某个地方给你提供一个反馈的途径的文档，就比如说它会问你这个对你有帮助吗？或者你喜不喜欢，或者是你有什么意见，觉得哪里有有错了可以给文档的作者提供反馈的这样一个途径，有没有见过这种？

【答】

有见过，有两种方式，第1种是在文档下面，每页文档下面设一个评论区，你可以发自己的问题，然后作者就会进行答疑。第2种是开源的文档，它直接在文档每个页面都有一个GitHub上的链接，你点进去你可以在他的GitHub仓库里进行提问，然后作者看到的话也会进行答疑。

【问】

是通过发issue来提问是吗？

【答】

对的，你也可以自己，你觉得这个文档写得不够好，哦，我觉得开源的好处是读者觉得这个不够好，它可能会自己去修改，去贡献，给这个文档贡献代码。

【问】

那你又提过评论，有提过意见吗？

【答】

对，我有提过意见，是因为这个文档实在太旧了，就是我刚刚提到过的，我根据文档的步骤并没有得到应有的结果，就会在GitHub上或者是评论区留下我自己的疑问。

【问】

嗯，那你提意见的主要的目的是帮助他改进质量吗？

【答】

嗯，对，也是让我自己能够更好的使用这个工具。

【问】

嗯嗯，好明白了，你自己有写过技术文档吗？

【答】

我自己有写过部分文档，只写我自己做的那部分的使用的文档。

【问】

这种文档是给谁看的呢？

【答】

给开发者看的，还有给使用的人看的。

【问】

是从同一个项目组的人吗？

【答】

其实主要是给使用的人看的，对也要给同一个项目组的人看，要不然你做的这个东西他们不知道怎么用。

【问】

嗯，你能大概说一下这个你写过的文档它都包含哪些内容吗？

【答】

我写的一般都是一个工具的一小部分，首先我会写这个工具的名字，然后放这个logo，然后第1部分我会写我们开发用的一些技术，比如说用了Python，比如说用前端用了flash，后端用了啥，然后第2部分会写这个环境，就是我们的这个开发环境应该怎么安装。就是我们这个工具应该在什么样的环境运行，比如说python的版本号是3还是2，比如说各个工具的版本号，比如说系统，我们只能在Linux系统下使用，不能再Windows系统下使用。第三部分我才会简单介绍这个工具的一些使用方法，包括它的一些参数啊，你怎么调就可以达到什么样的目的。一般其实有这三步，其他的开发者应该就可以完成一个，嗯，应该就能把这个工具用起来了。然后第4步，如果我当时写的很详细的话，我就会放一些更加高级的用法，如果写的时间比较短，比较急促的话，我就会放一些使用的截图，然后最后会放一些版权信息，比如说这个工具版权属于谁，这个工具使用哪个协议进行开源，你如果要商用这个工具应该要先跟我们联系怎么怎么样。

【问】

那你在写这个文档的时候有遇到什么难点吗？还是说写的过程就比较顺利？

【答】

嗯，如果是我个人的项目写文档其实就很自在，我就可以按照什么风格写都可以，若是给别人的项目写文档的话，你就要先参考别人项目其他文档的风格，要不然你写的文档独树一帜就会显得很突兀，你要参照他其他项目的风格，然后你还要参照，因为你是给别人的仓库提供代码，提供文档，你还要参考他人的意见，有的严格的那种公司或者严格的一些开发者，他就会提一些意见，然后督促你完成这个版本的迭代，比如我之前有写过文档，然后来审核文档的人就会觉得我这个文档写的不够面向新手，就显得步骤都太高级，应该写的更加详细一些。嗯，对，我就会加很多详细的步骤，每个步骤都还要解释一下，为什么要这样子做，然后放那种使用截图的地方，我会把你是如何运行的这个东西，做一个动画的一个动图，这样子可以更好的给新手解释。

【问】

那总结下来一个难点就是风格要一致，风格要统一，然后另外一个就是要考虑到这个读者，如果读者是新手的话，还要照顾到新手可能不是很熟悉，要尽可能的写的详细一点对。

【答】

对。

【问】

嗯那下面一个问题是如果有这么一个理想化的状态，就是你能够用到一份质量非常好的文档，那你期待这份文档是什么样子的？你希望或者说对你来说一份好的文档，他应该具备哪些优点？你可以大概的总结一下。

【答】

可能我觉得这个文档不能写的太生硬，除了要有怎么教你用这个工具之外，最好还要放一些自己在开发过程中的思考，自己的一些哲学，这个工具为什么好，它好在什么地方，大家为什么要用它，这种东西的加入会觉得让这个文档更加的有人情味，也不是有人情味，就更加的有个性，就会觉得很亲切，大家学习的不只是这个工具怎么使用，还能学习到你在开发过程中的经验，开发过程中，对，就这样子。

【问】

你是说希望比如说官方文档里面也会加入这些东西吗？

【答】

嗯，对可以加入，就是比如说你这个文档里一个功能，为什么要加这种功能，这种功能的好处在于哪里，也可以加上一些这样的内容。

【问】

就是说不光告诉你怎么做，然后也要告诉你这么做的原理是吗？

【答】

对，这样子别人也能参考你开发这个工具，这个特性的这个方法，也有助于开发者成长。

【问】

那除此之外呢还有吗？

【答】

我觉得语句还是要通顺的，你不能你如果有多个语言的话，你不能就用简单的机翻，你最好招募专业的翻译者进行翻译，就最好是有双语版，然后双语版翻译的质量也要保证。因为我能理解多语版他肯定是想推广到更多的读者嘛，但是你如果翻译的磕磕巴巴其实更加劝退。

【问】

嗯嗯明白，那从结构上来说呢？

【答】

结构上来说我还是觉得由简入深，然后由易入难那种结构。首先就入门的话肯定介绍概念，介绍一些基本的元素，介绍一些数据结构，简单的使用，我觉得一个完整的，10分钟之内能用起来的一个例子，一个demo，其实我觉得是必须的，因为大家可能都很难阅读完，从头到尾阅读完整个文档，大家都想快速使用，赶紧上手，所以你得放一个getting started的一个教程。

【问】

嗯，这个教程就是要么是比较简单的文字版，那如果有视频的话，你希望有吗？

【答】

视频的话当然最好。

【问】

嗯，还有其他要补充的吗？交互设计上你觉得有什么期待？

【答】

如果有能力的话，能做到交互式设计也挺好，这里的交互式设计指的是什么？

【问】

就比如说那个你刚才提到的代码可以直接运行，就给你一个开发的环境，让你试着运行一些例子。

【答】

这个当然是最好的对，如果再设计一些，你不是直接在那个代码框给定代码，让我点运行，你设计一些题目让我自己填入代码，然后运行，如果通过的话就会得到一些反馈，那样会更好啊。

【问】

你觉得有例子或者有题目的文档学习效果会更好，是吗？

【答】

对，让我自己可以思考。

【问】

嗯嗯，还有要补充的吗？

【答】

文档如果能有那种开发者社群的联系方式可能也更好，因为除了加一些比如说邮箱地址，比如说邮件列表，比如说XX群啊QQ群啊，比如说各种通讯APP，或者有个单独的可以提问题的地方，对留言板可能也挺好的，让大家可以反馈自己的意见。还有就是持续维护，持续更新，版本要跟上，然后对于大家反馈意见，你要做出一些改变。

【问】

还有吗？

【答】

没有了。

【问】

那最后一个问题可能跟文档本身没有太多的关系，我们这个研究要面向的是中国的开发者，所以我们想了解一下中国的开发者对自己的一个认知吧，就是你觉得在中国啊，程序员、开发者这个群体跟其他专业其他职业的人相比有什么特点？会有哪些不同的地方？可以从工作，从学习，从生活的方式来看，思考的方式等等，都可以大致讲一下。

【答】

工作，我感觉其实工作中的程序员都挺热爱自己的工作，也挺热爱编程这个事业的，就是大家也不是拿来当一个养家糊口的一个工作，大部分人都是真心喜爱敲代码，真心喜爱编程，因为除了工作之外，感觉大家业余其实也很有开发精神，会捣鼓一些新奇的事物，也会开发自己的小工具，编程对他们来说可能不是一种只是为了赚钱的一个事情，而是一个你可以终身做的一个兴趣爱好。

【问】

如果从学习上来说呢，你们是不是需要经常学新的东西？

【答】

嗯，在工作中确实是这样，每一个新的项目过来的话，碰到的技术栈，碰到的问题都是全新的，你要在快速的时间内学习新的东西。

【问】

嗯，那学习的方式呢？是怎么样的？有什么特点？

【答】

学习的方式，技术文档就是最普遍的一个方式，大部分人都是遇到问题，其实都是自己想办法去解决，很少是比如说在XX上找朋友去到处问，大部分人都是在网上自己搜索，自己检索，自己解决这些问题。

【问】

是因为这样更高效是吗？还是说你们本身就习惯自学，自己靠自己？

【答】

因为计算机这个领域非常大，你遇到的问题可能别人从来没有碰到过，就是你找同行，他/她遇到和你一样的问题概率比较小，除非是很普遍的，你在网络上搜索可能那个范围更加大，遇到和你相同问题的人的概率就会大一点。

【问】

还有其他的吗？

【答】

没有了。

【问】

那我们今天的访谈就结束了，谢谢。